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Abstract
Development of multithreaded  server applications is particularly tricky because of their nondetenninistic execu-

tion behavior, availability requirements, and extended running times. New tools are needed to help programmers
understand server behavior. Key to the realization of such tools is the ability to repeat nondeterministic  execution
behavior.

This paper presents a platform for understanding and debugging Java server applications. DejaVu supports de-
terministic replay of nondetenninistic,  multithreaded  Java programs running on the J.&p&o virtual machine on
unipmcessors.  Jalapeiio is written in Java, and its optimizing compiler combines application, virtual machine, and
DejaVu instrumentation code into unified machine-code sequences. Such integration compounds the difficulty of
replaying nondeterministic  behavior accurately and with minimal interference from the instrumentation. DejaVu en-
sures deterministic replay through symmetric insrrumenration-side-effect-preserving  instrumentation in both record
and replay modes-and remore  reflection, which exposes the state of an application without perturbing it.

1 Introduction

Software development tooling has matured to the point that any programming environment will provide a debugger
that can single-step, set breakpoints, inspect values, and evaluate expressions. Multithreading support is less common.
Still, many current twls add straightforward extensions to the basic functions to petit independent control and

inspection of threads.

One aspect of multi&read  debugging has defied solution. Even the most carefully designed and implemented mul-
titbreaded  program can behave nondetenninistically:  that is, successive runs with the same input data may nonetheless

produce different outputs. Nondetetinism makes errors  difficult to reproduce, greatly complicating the hunt for bugs.

Compounding this problem are two trends in software technology:

1. Software is increasingly dynamic, with mope and more configuration, translation, linking, and optimization
being performed at run-time. Dynamism is the enemy of high performance.

2. Distributed systems often incorporate multithreaded  middleware components. Nondeterminism may arise within

the component, in its interactions with other components, or both The etmrs that result can elude unit testing,

surfacing only under production conditions. It may not be feasible to halt a large production system to debug

such errors, and yet they might not be reproducible on a smaller scale.

These trends are not independent; addressing one of them can exacerbate the other. For example, Jalapeiio  [2] is a
Java virtual machine (JVM) designed for high-performance servers. Written in Java, Jalapeiio uses a compilation-only
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