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ABSTRACT 
Designers increasingly need to create web applications that 
can run on multiple types of devices, such as desktop PCs, 
handhelds, and mobile phones. However, the ability of 
designers to explore design ideas is hampered by the lack 
of tools for early-stage design of multi-device UIs. To 
address this problem, we designed and prototyped an early-
stage, multi-device web application design tool. Our system 
allows a designer to sketch a web user interface design for 
a single device and then generates designs for other devices. 
The designer can subsequently modify the generated user 
interface. 

We informally evaluated the prototype with six user 
interface designers. Although our tool is in the early stages 
of development, we were still able to gain insight into the 
features that a multi-device web design tool should support. 
These insights include the need to give designers more 
control over the retargeting process and the need to support 
a tight relationship between designs of the same user 
interface targeted at different devices. 
INTRODUCTION 
Designers of web applications face a computing world that 
is becoming increasingly complex. Users are more 
frequently augmenting traditional desktop computer usage 
with mobile devices such as handheld computers and 
mobile phones. This allows users to access web 
applications in many more locations and situations than 
they can with a PC, but it also increases the burden on 
designers. Designers cannot simply deploy a desktop user 
interface on different types of devices; they must tailor the 
user interface to match the characteristics of each 
individual device. 

Currently, designers either create a user interface for each 
device from scratch, which is time consuming, or they rely 

on programs that take an existing user interface for one 
device and automatically generate versions for other 
devices on the fly, which often produces undesirable results. 
We believe that a hybrid approach is the most useful: a tool 
that allows designers to design a user interface for one 
device, and then generates UI designs for other devices. We 
call this retargeting. The tool would then allow the 
designer to tweak the generated UIs to create the finished 
device-specific interfaces. The main advantage of this 
approach is that designers can quickly design basic web 
applications for multiple devices.  

We want to determine how useful such a tool would be to 
designers, especially in the early stages of design when 
ideas are most fluid. Will the designers find these generated 
user interfaces useful or will the generated artifacts just get 
in the way? How will the generated user interfaces be used? 
What characteristics should the generation process have to 
make such a tool useful? 

In order to explore these questions, we created a prototype 
tool that allows a designer to sketch a rough design for a 
device-specific user interface, typically for a desktop web 
browser. Using this initial specification, the tool generates a 
design sketch for a user interface specific to another device. 
The designer can then hand-customize the generated design. 

Our informal evaluation of the prototype with UI designers 
suggests that a tool similar to our prototype can be useful 
and that a critical element in the design of any such tool is 
the control designers are given over retargeting. Designers 
want to guide the retargeting process, before the actual 
retargeting takes place. They would like a tight connection 
between device-specific UIs, so that changes in any one of 
the device-specific UIs are quickly, if not immediately, 
reflected in the others. The tool should also support 
different design practices, especially since multi-device 
design is new and design practices are still evolving. 

The rest of the paper is organized as follows. First, we 
describe the user interface of the tool and how designers 
use it. Next, we discuss the tool’s architecture. We then 
describe how we conducted our evaluation and the 
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feedback we received from designers. Finally, we discuss 
related work and conclude.  
USING THE PROTOTYPE 
We decided to use a sketch-based interface for the user 
interface of our prototype because designers usually sketch 
on paper during the early stages of design [14]. The user 
interface is based on an existing sketch-based tool for 
early-stage web design called DENIM [10]. DENIM supports 
three different representations of sketched-web design 
input—site maps, storyboards, and pages—and it unifies 
these representations through zooming. 

DENIM has one window (see Figure 2) with three main areas. 
The center area is a canvas where the user creates web 
pages, sketches the contents of those pages, and draws 
arrows between pages to represent their relationship to one 
another. On the left is a slider that is used to set the current 
zoom level. The bottom area is a toolbox that holds tools 

for drawing, panning, erasing, and creating and inserting 
reusable components. 

Instead of pull-down menus, DENIM uses techniques geared 
towards pen interaction. For example, pie menus [4] are 
used for executing commands. Alternatively, pen gestures 
can be used for quickly executing the most common 
commands, such as copying, pasting, and panning. 

Designers test the interaction of their designs in DENIM’s 
Run mode. Opening a pie menu over a page and selecting 
File→Run launches a separate DENIM browser window with 
the page loaded. The designer can navigate through the site 
design exactly like in a web browser, clicking on links and 
using the Back and Forward buttons. 

DENIM designs consist of pages and arrows. Pages 
represent the web pages in a site. A page consists of two 
parts: a label describing the page, and a sketch representing 
the physical appearance of the web page (see Figure 3a). A 
designer can sketch or type in a page. 

An arrow between two pages represents a relationship 
between those pages (see Figure 3b). To create a 
relationship, the designer draws an arrow between two 
pages. If the arrow starts from a particular item in a page, 
such as a word, image, or button, then the source of the 
arrow becomes a hyperlink, and is marked in blue. In Run 
mode the user can click on the hyperlink to transition to the 
destination page. 

We augmented DENIM to allow designers to insert radio 
buttons, check boxes, buttons, and drop-down boxes, which 
are commonly used in web applications, directly into their 
designs (see Figure 1a). 

   
Figure 3. a) A DENIM page with the label “Home” b) An arrow, 

whose source is a blue hyperlink, “Business.” 

 

 
Figure 2. DENIM showing a typical design. 

 

 
Figure 1. a) Top: Web form widgets within a DENIM page. 

b) Bottom: Two groups within a DENIM page. 
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We also added the ability for designers to group elements 
together to indicate that the elements are related. For 
example, a designer can group a text box and a Search 
button together to show that they should be treated as one 
unit (see Figure 1b). Groups also affect the behavior of any 
radio buttons: Within a group, only one radio button may 
be selected at a time. 

Currently, our tool focuses on design for PCs and for Palm 
handheld devices. To retarget a PC design to the Palm, the 
designer presses a Retarget button. The tool takes the 
design, resizes the pages to fit the Palm’s screen, and if 
needed, splits pages to minimize scrolling on the Palm. 
Elements within a retargeted page, such as handwriting and 
sketched images, are not resized or otherwise altered. 
Figure 4 shows a design for the PC and the results of 
retargeting the design to a Palm handheld. 
ARCHITECTURE OF THE TOOL 
Figure 5 shows the overall architecture of our prototype. 
When designers press the Retarget button, the system takes 
the design file and feeds it to a desketcher, which translates 
(or desketches) it into a generic model. The model is based 
on XHTML [21] for general content elements and XForms 

[22] for form elements such as radio buttons and check 
boxes. One XHTML+XForms page in the model represents 
one page in the original DENIM file. 

The model is then fed through a specializer, which 
transforms it into a markup language for a target device. 
This process can result in one XHTML+XForms page being 
split up into several pages, depending on the characteristics 
of the target device. The specializer creates pages that fit 
within a target device’s screen, or are a little longer, 
allowing a bit of scrolling. The specializer tries to keep 
elements that have been grouped together on the same page, 
although this is not always possible. 

The resulting markup pages are then fed into a geometry 
extractor, which renders the markup using the 
characteristics of the target device and determines the 
positions of elements in the markup.  

Finally, a resketcher takes the markup, the extracted 
geometry, and handwritten elements from the original 
DENIM file, and creates a sketch-based version of the 
markup to be presented to the designer.  

Figure 5. The architecture of the prototype. 

Figure 4. Left: A DENIM design for the PC. Right: The design retargeted for the Palm handheld. 
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EVALUATION 
To evaluate our tool, we performed an informal task-based, 
usability test. The participants were introduced to our tool 
and then asked to create elements of a simple e-commerce 
site. 
Participants  
Six designers participated in the usability study, four men 
and two women. All six designers are employed at user 
interface design or information architecture firms, have 
experience designing for desktop web, and have at least 
some experience designing for mobile devices. Four of the 
designers have worked on multi-device user interfaces, 
although such interfaces are not the focus of their current 
work. Table 1 summarizes the characteristics of the 
participants. 
Methodology 
The usability tests were performed on an IBM ThinkPad 
laptop with a Wacom Graphire tablet. First, we gave the 
designers a warm-up task to get used to the tablet. Next, we 
demonstrated the prototype system and had the designers 
do some basic tasks, such as creating pages, adding 
elements to pages, and running the designs. Then, we asked 
the designers to create an online music store application for 
a desktop browser. We retargeted these desktop 
applications to Palm devices; the designers were then able 
to modify the generated results. About sixty minutes were 
available for the complete design task, including creating 
the desktop application and editing the Palm version. 

Finally, we debriefed the designers and had them fill out a 
questionnaire. We were looking for comments addressing 
two general themes: 

• Were the tool and the generated user interfaces useful? 
Would the answer change depending on the number of 
devices being targeted? 

• How can the tool be enhanced to better support the 
design of multi-device applications? 

Results 
We found that our prototype tool had implementation flaws 
that made it difficult for designers to perform some tasks. 
In particular, the retargeting process was not sufficiently 
robust and mature to handle all the designers’ sketches, 
which led to pages being split and elements within the 
pages being laid out in unexpected ways. 

We also found that because the designers only had about 
30–40 minutes to design for the desktop, their desktop 
designs were not very large. Consequently, some designers 
said that it would have been easier to simply resketch their 
small designs from scratch instead of starting from our 
generated user interfaces. Some of them were also slowed 
down by their lack of familiarity with the Wacom tablet. 

Given the maturity of our tool and the time constraints of 
the evaluation, most designers concluded that using our 
tool was no faster than using paper and pencil for 

retargeting the designs that they had created. On the other 
hand, five of the six designers saw potential benefits of the 
tool within a broader context: 

1. Two of the designers, Designers #4 and #5, thought that 
for large designs, a design tool that can retarget could 
potentially save them a lot of time. 

2. Three of the designers also found value in the generated 
sketches, even though they were not ideal. Two of the 
designers, Designers #1 and #2, thought that the 
generated sketches still provided a useful starting point 
to design for the second device. Designer #2 said that by 
starting from the generated sketches, he would not 
forget to implement features in the PC version for the 
Palm version. Thus, if a feature was not present in the 
Palm version, it was because he explicitly deleted it 
from the generated design, not because he forgot to 
copy it from the PC version. 

3.  Designer #1 said that the generated sketches were useful 
to show to clients, to demonstrate to them how 
unwieldy a Palm web site would be if it had all of the 
functionality of the PC web site. 

4.  Another designer, Designer #6, said that he could 
imagine that a more robust version of the tool would 
generate sketches that would help him “see potential 
pitfalls (or opportunities)” in the design for the target 
device. 

Participant Characteristics 
1 UI designer 

Graphic design background 
Uses Photoshop and Illustrator 
Has worked on > 20 multi-device projects 

2 Interaction designer 
Liberal arts background 
Uses Photoshop, Fireworks, and Dream-
weaver 
Has worked on < 5 multi-device projects 

3 Information architect 
Programming and business background 
Uses Photoshop, Visio, and Flash 
Has not worked on any multi-device projects 

4 Information architect 
Media (TV, photography) background 
Uses Visio and Photoshop 
Has worked on < 5 multi-device projects 

5 UI designer and usability engineer 
Computer science background 
Uses Illustrator and Dreamweaver 
Has not worked on any multi-device projects 

6 UI designer 
Graphic design background 
Uses Fireworks and Visio 
Has worked on < 5 multi-device projects 

Table 1. Summary of study participants. 
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When we asked the designers the minimum number of 
target devices that would be required for a retargeting tool 
such as our prototype to be useful, all but one of the 
designers said two devices. One of them said that the tool 
would probably be most useful if the two devices were the 
same general type, such as from one cell phone to another, 
as opposed to from desktop PC to cell phone. 

However, when we asked the designers how likely they 
were to use a commercial-strength retargeting tool for 
early-stage design, the reaction was more mixed. Three 
designers were likely to use one, one designer was neutral, 
and two said they were unlikely. One of the designers who 
was likely to use a retargeting tool said he would do so only 
if it were not sketch-based. This is because he would only 
use sketch-based tools for conceptual design, not for 
designing layouts for specific devices. 

Finally, the designers gave us several suggestions that 
would make a retargeting tool more useful to them, which 
we describe in the next section. 
DESIGN CONSIDERATIONS FOR A SKETCH-BASED 
RETARGETING SYSTEM 
The designers described a number of ways in which they 
believe a tool for retargeting designs could be more useful. 
Most of the suggestions are related to the theme of letting 
designers better understand, guide, and control the 
retargeting process. Each of the following suggestions was 
made by at least one of the designers. While these 
suggestions are not necessarily representative of the design 
community as a whole, we believe each suggestion has 
merit. 

Control over retargeting. Four of the designers mentioned 
that they would like to guide the retargeting process 
directly. They would like to be able to explicitly tag which 
sections of a page should be carried over to the target-
device design, and which sections should be omitted, 
before the retargeting process takes place. One designer 
said he would like to make the tags conditional on what the 
target device is. 

Another designer said that, when targeting the Palm, the 
tool should not split pages automatically, since the Palm 
handheld has scroll buttons. Instead, the tool should create 
pages that would scroll and that allow designers to split the 
pages themselves. This shows that information about the 
devices’ characteristics must be taken into account 
throughout the retargeting tool for the tool to be effective. 

Iterative design. Other designers wanted to better 
understand the retargeting process. For example, some said 
they would prefer a more iterative approach than the study 
permitted. Due to time and tool constraints, all of the 
designers went through the retargeting process only once. 
These designers would rather design a little bit for one 
device, retarget, look at the results, design a bit more for 
the first device, and so on. One designer specifically 
mentioned that he would like to see the design for the target 

device modified in real time while he worked on the design 
for the initial device. 

There should also be a tighter relationship between designs 
of the same user interface on different devices. With our 
tool, a retargeted design has no relationship to the original 
design once it has been generated. Ideally, the tool should 
be able to propagate changes made in a generated device-
specific design back to the original, a concept called round-
tripping. However, not all changes should be propagated. A 
designer may want to remove an element in a mobile phone 
version because it is unnecessary, but keep it in the desktop 
version because it aids navigation. How to support such 
intelligent round-tripping remains an open question. 

Templates and content replication. Another theme was the 
ability to intelligently replicate content. For example, 
several designers mentioned that if they wanted a search 
box in the upper right-hand corner of every page, they 
would like to create a template that contains the search box, 
and apply that template to all of the pages in the site. 

They also mentioned that if a page is split during 
retargeting, some elements in the original page, such as 
search or navigation aids, should be replicated on each of 
the resulting pages. Designers would need a way to specify 
which elements should be replicated, since it would be 
difficult to make such decisions automatically. The 
challenge is to provide means for specifying which 
elements to replicate without burdening the designer or 
cluttering the design. 

Support for alternative design processes. The tool should 
be flexible enough to support a variety of design practices, 
especially since multi-device design is a new discipline and 
design practices are still evolving. For example, our tool 
was designed to go from a user interface for a large display, 
like a desktop PC, and retarget it to a device with a smaller 
display, like a Palm handheld. One designer said it was 
easier for him to add to a design than subtract from a design, 
so he would prefer to do the opposite of our tool: take a 
Palm user interface and merge its pages to form a desktop 
PC version. 

Improved page splitting. All of the designers said that the 
algorithms for rearranging and splitting up content could be 
improved. One designer said that any handwriting and 
images should be shrunk to fit the dimensions of the 
handheld. Similarly, one designer mentioned that since 
Palm handhelds can scroll, groups should never be split 
between two or more pages. Instead, the tool should create 
a scrolling page that would keep all of the items of a group 
together. 

Sketch-based interface. Some designers found the sketch-
based interface appealing. Designer #1 said it took “napkin 
sketching to a new experiential level without making it 
beautiful,” and that it allows him to focus on whether his 
ideas are valid. Designer #2 simply said that “it’s a good 
way to work.” 
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Others did not find it as compelling. Designer #4 wanted 
additional shape and alignment capabilities, such as 
provided by Visio or other diagramming tools. Designer #2 
liked sketching, but said he uses sketching only for 
conceptual design. For layout design, he would prefer to 
use a more structured interface. 

Designer #1 suggested that the contents of the pages could 
contain a coarse grid similar to graph paper. This would 
help, but not force, designers to draw neater sketches, and 
would indirectly help the retargeting algorithms, since they 
work better when elements are aligned. 

Familiar interaction. Some designers expressed reluctance to 
learn a new tool interface, and would like DENIM’S user 
interface to be more similar to the tools they already use. 
The most commonly mentioned tools were Adobe 
Photoshop and Microsoft Visio. 

Handling different classes of devices. There was some 
skepticism that our tool would be really useful for 
designing user interfaces to be run on different classes of 
devices, such as PCs and mobile phones. Designers #1, #2, 
and #3 said that the interaction flow is very different among 
different classes of devices, and that there is insufficient 
support in our tool to handle those differences. 

A multi-device design tool should be able to support the 
design of applications whose user interfaces have very 
different interaction flows depending on the device. Our 
prototype does not handle such design activities because it 
only transforms at the page and widget level. Higher levels 
of abstraction within the design are needed to support 
disparate interaction flows. Design patterns may be one 
such abstraction [9]. 
RELATED WORK 
Our work is closely related to the concept of model-based 
user interfaces, designing user interfaces based on an 
abstract model of the interface rather than visual 
appearance [7]. The model describes the interface at a 
higher level of abstraction than the actual widgets. For 
example, instead of describing a dialog box as having three 
radio buttons and two check boxes, an abstract model 
would describe it as having one part where the user can 
select one of three items, and two other on-off selections. 
This level of abstraction allows for rendering of the user 
interface in multiple ways, such as using a drop-down list 
or presenting a voice menu instead of radio buttons.  

While model-based user interfaces offer the possibility of 
creating flexible interfaces that can adapt to their 
environment, they have not been widely adopted in the 
commercial software development world, which has 
instead gravitated towards visual interface builders. We 
believe one reason for the lack of acceptance is the fact that 
many model-based user interface tools do not match or 
augment the work practices of designers. They often force 
designers to think at a high level of abstraction too early in 
the design process, by making them design in terms of 

abstract widgets (e.g., [18, 20, 24]), or by specifying a task 
model which is then transformed into a concrete user 
interface (e.g., [7, 17]). Designers are accustomed to 
thinking about concrete interfaces at the beginning. In 
addition, specifying models often requires the designer to 
deal with preconditions, postconditions, and conditionals. 
This starts to look like programming, at which most 
designers are not skilled, so specifying models impedes 
their main task of designing user interfaces. 

The philosophy of most model-based user interface 
research is that the model-based tools would be the primary 
way to create the finished user interface, although many 
tools expect the user interface to be modified somewhat by 
the designer. In contrast, our tool is targeted towards 
prototyping. We do not expect the designer to use our 
system to create the final user interface, nor do we expect 
its generated user interfaces to be used without 
modification. Since we are targeting the creation of 
prototypes, the generated user interface does not need to be 
ideal—in the early stages of design, the designer is 
concerned more with the user’s interaction flow than with 
the details of the interface [23]. 

User Interface Transformation Tools. There has been much 
work on automatically transforming interfaces meant for 
one device or modality to another. Many of these projects 
have focused on transforming existing, finished desktop 
web interfaces to handheld interfaces at run-time [3, 8, 11]. 
Unfortunately, shrinking interfaces from large desktop 
displays to small handheld displays often results in 
awkward interaction. Others have worked on converting 
graphical user interfaces to audio interfaces [13, 16], 
mostly to benefit the blind and visually impaired. With 
most of these tools, designers cannot modify the results of 
the interface transformation process. Since our tool is not 
meant for the final implementation of user interfaces, 
designers are free to modify the generated user interface 
design. 

Ultraman [19] provides a way for designers to control the 
transformations, but it assumes they are comfortable with 
the concept of trees, grammars, and writing code in Java. 
Our tool is targeting a different audience at a different point 
in the design cycle: designers with little or no programming 
experience, who are working at an early stage of design 
before any interface is completely specified. 

There are several model-based projects that specifically 
address the issue of creating user interfaces targeted at 
multiple devices. Eisenstein, Vanderdonckt, and Puerta [6] 
describe using MIMIC [17] to create models which describe 
multi-device user interfaces. Their methodology involves 
mapping common tasks in a task model to presentation 
models optimized for the task. Ali et al [1] discuss 
designing a multi-device user interface using four types of 
models: a task model, an abstract logical model, physical 
family models, and platform-specific user interface 
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descriptions in UIML. In contrast, our tool avoids directly 
exposing models to the user interface designer.  

PIMA [2] and Microsoft’s Mobile Internet Toolkit [12] are 
tools for designing multi-device web applications. A 
designer using either of them describes the application’s 
user interface in an abstract representation, by laying out 
abstract widgets linearly in a constrained Visual Basic-like 
form designer. The representation is then converted into 
concrete device-specific UIs. However, these tools are not 
appropriate for early-stage design, because designers tend 
to think about concrete user interfaces, not abstract 
representations. 

Calvary, Coutaz, and Thevenin [5] discuss a process 
framework for developing plastic interfaces, which can 
adapt to different devices. In addition to the typical model-
based approach, in which a designer creates a series of 
models from top-level abstract models to a concrete 
interface, the framework also covers translations between 
platforms, which may happen at any model abstraction 
level. This framework provides a useful way of thinking 
about how to develop multi-device UIs. In our tool, 
however, top-level abstract models are not directly exposed, 
so such a framework is not directly applicable. 

There are several projects that specify platforms for 
creating universal remote controls (e.g., [15, 25]). These 
platforms use high-level descriptions of a remote control’s 
user interface which can then be realized on a variety of 
hardware devices, such as PDAs or Braille readers. The 
target domain of universal remote controls is narrower 
(remote controls for appliances vs. web interaction), but the 
user interfaces that are rendered from the abstract remote 
control description must be appealing and useful 
immediately, without additional tweaking. Our work, on 
the other hand, is targeting a broader set of user interfaces 
(e.g., general web-style interaction on PCs), but the 
interfaces that are generated will most likely be modified 
by the user interface designers before being released. 
CONCLUSION 
When designing multi-device web applications, the level of 
automation can be thought of as a continuum. At one end, 
designers can separately design a user interface for each 
device. This approach results in interfaces appropriate for 
the target device, but is impractical if many devices are 
being targeted. At the other end, designers can use a tool to 
automatically generate user interfaces for each desired 
device, but the generated interfaces are often awkward to 
use. 

We are exploring the middle ground: creating a tool that 
automates the mundane aspects of multi-device 
development, but which also lets designers modify the 
resulting interfaces to fit the particular devices’ 
characteristics. Our evaluation suggests that such a tool is 
potentially useful, but that the tool needs to give the 
designer a high-degree of control over the retargeting 

process. Simply letting designers modify the generated 
interfaces is not sufficient. Designers should be able to 
annotate their designs so that the tool is more intelligent in 
its retargeting process, and the tool should be flexible 
enough to allow for highly iterative design and a variety of 
design processes. 
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