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Abstract

We present a shingle-based query index (SQI) for supporting location-based services
in mobile e-commerce. SQI is used to efficiently identify moving objects that are
currently located inside a geographical region. A set of virtual shingles is predefined,
each with a unique ID. One or more shingles are used to cover the geographical region
defined by a range query, where the covering shingles may overlap with one another.
SQI maintains a direct mapping from individual shingles to the range queries that
contain them. The use of covering shingles has two important properties. First, it
does not impose any limit on the object moving speed or direction. Second, it allows
the reevaluation of continual range queries to capitalize on the incremental changes in
object locations. Simulations are conducted to evaluate the effectiveness of SQI and
compare it with a cell-based approach.

Keywords: Location-Based Services, E-Commerce Enabling Technologies, Continual
Query, Moving Objects, Query Indexing, and Mobile Computing.

1 Introduction

Location-based services have become possible by the advances in mobile computing and
location-sensing technologies, such as the global positioning systems (GPS). Knowledge of a
potential customer’s location can be used to deliver relevant, timely, and engaging content
and information. Location-awareness can be added to many objects, such as humans, taxi
cabs, ambulances and laptops, opening up new business opportunities for many commercial
entities. For example, retail stores in a mall can send timely e-coupons to the PDAs or
cell-phones of potential customers who are in the vicinities of their stores. A mobile service
provider can provide location tracking service to the retail stores so that they know which
cell phones or PDAs are currently close to their stores.

To support location-based services, the service provider must quickly evaluate a set of
continual range queries, which locate the moving objects currently contained inside the
geographical boundaries defined by the queries. These range queries are termed continual
because they are repeatedly evaluated to provide up-to-date results as objects move around
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continuously. For example, we can place a square or a circle with a radius of 2 miles around
the location of a hotel, apartment building, or a subway exit. A taxi cab company can
quickly dispatch a taxi to a customer at one of those locations if the company knows which
taxi cabs happen to be near the customer location at that moment. The range query that
locate the taxi cabs within 2 miles must be evaluated continually.

In this paper, we study the problem of efficient evaluation of numerous continual range
queries over moving objects. To do that, an object index or a query index can be used.
In this paper, we focus on maintaining an efficient query index because they change less
frequently. An object position is used to search the query index in order to find all the range
queries that contain the object. Once the containing range queries are identified, the object
ID is inserted into the results associated with the queries. Periodically, we reevaluate all
range queries by using each object location to search the query index.

With query indexing, it is paramount that the time it takes to perform the periodic
query reevaluation must be as brief as possible. This can be achieved in two ways. First,
each search operation must be efficient. Second, the query index must also allow the query
reevaluation to take advantage of incremental changes in object positions. Namely, certain
object positions need not be searched. We present a new query index that has such properties.

The concept of building a query index in itself is not new. Various methods have been
proposed to efficiently matching events in the contexts of predicate matching [11], pub/sub [2,
6, 23], and continual queries on the Internet [4, 14]. However, these query indexing methods
are mostly based on equality predicates, not range predicates. Thus, they are not generally
applicable for the evaluation of continual range queries over moving objects.

Query indexing was not used in the moving object environment until recently [12, 17].
In [17], an R-tree-based query indexing method was first proposed for continual range queries
over moving objects. In order to avoid excessive location updates, a safe region for each
mobile object was defined. The safe region allows an object not to report its location as long
as it has not moved outside its safe region. Unfortunately, determining a safe region requires
intensive computation. In [12], a cell-based query indexing scheme was proposed. It was a
main-memory based approach and we shown to perform better than an R-tree-based query
index [12]. Basically, the monitoring area is partitioned into cells. Each cell maintains two
query lists: full and partial. The full list stores the IDs of the queries that completely cover
the cell, while the partial list keeps those that partially intersect with the cell. During query
reevaluation, these lists are used to find all the queries that cover an object location.

However, using partial lists has a drawback.1 The object locations must be compared
with the range query boundaries in order to identify those queries that truly cover an object.
Because of that, it cannot allow query reevaluation to take advantage of the incremental
changes in object locations. Even if an object has not moved outside a cell, boundary
comparisons against all the queries on the partial list are still needed.

1.1 Our contributions

We propose a novel shingle-based query indexing (SQI) method. It is a main-memory based
index. A set of virtual shingles are predefined, each with a unique ID. A shingle is a tile-like
object that is conventionally laid in overlapping rows to cover an area, such as the rooftop

1Note that the cell-based query index [12] does not need partial lists if the cell size is 1 × 1. However, as
will be shown in Section 4.4, there will be a substantially large storage cost for the index.
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Problem: Knowing that point A is in cell X
does not imply it is inside the query range.
Boundary comparisons are needed.

In contrast: There is no ambiguity whether
point A is covered by the query range since
it falls into one of the covering shingles.

(a) cell-based approach (b) shingle-based approach

X

A A

query range query range

A total of 4 overlapping shingles
are used to fully cover the query

Figure 1: An example showing the problem with cell-based approach.

of a building. It can be a square or a rectangle. One or more shingles are used to strictly
cover a range query. Namely, any point inside the query boundaries is covered by at least
one covering shingle, and vice versa. These covering shingles may overlap with one another
and are contained within the range query. SQI maintains a direct mapping from a shingle
to the range queries that contain the shingle.

The use of covering shingles has two important properties. First, no constraint is imposed
on the speed or direction of a moving object. An efficient algorithm is provided to identify
the shingles that contain an object at any location. The containing shingles are then used
to find all the range queries that contain the object. Second, more importantly, it reduces
the amount of computation during query reevaluation by taking advantage of incremental
changes in object locations. Computation is saved for those objects that have not moved
outside a shingle.

Fig. 1 shows an example to illustrate the problem of a cell-based approach and contrasts
it with the shingle-based approach presented in this paper. Under the cell-based approach
(Fig. 1(a)), the query range is intersecting with 9 fixed cells, where one of them is fully
covered by the query but the others are partially covered. The problem arises for objects
located in a cell that intersects partially with the query boundaries. In Fig. 1(a), knowing
that point A is in cell X does not imply that it is inside the query boundaries. Boundary
comparisons are needed. In contrast, under our approach (Fig. 1(b)), the same range query
is fully covered by 4 overlapping shingles (shingles and cells are of the same size). There is
no ambiguity as to whether or not point A is covered by the query since it falls inside one
of the covering shingles. Hence, incremental reevaluation approach can be easily pursued.
However, because a point can be covered by multiple shingles, we need an efficient way to
determine these covering shingles. We also need to find a set of shingles to strictly cover a
range query. Note that both of these issues are trivial under the cell-based approach.

1.2 Related work

Although range queries can be treated as rectangles, traditional spatial indexing meth-
ods [18], such as an R-tree or any of its variants [8, 10], are not effective because they
are mostly disk-based indexing methods. As shown in [12], R-tree-based query indexing is
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not as effective as the cell-based approach even if it is modified for main memory access.
Moreover, the performance of an R-tree quickly degenerates when the ranges of queries start
to overlap one another [8, 11].

There are research papers focusing on other issues of moving object databases. For
example, various indexing techniques on moving objects have been proposed [1, 5, 13, 20, 15,
16]. The trajectories, the past, current, and the anticipated future positions of the moving
objects have all been explored for indexing. Different constraints are usually imposed to
reduce the overhead caused by location updates. The data modeling issues of representing
and querying moving objects were discussed in [7, 9, 19, 22]. Uncertainty in the positions of
the moving objects was dealt with by controlling the location update frequency [21, 22], where
objects report their positions when they have deviated from the last reported positions by
a threshold. Partitioning the monitoring area into domains (cells) and making each moving
object aware of the query boundaries inside its domain was proposed in [3] for adaptive query
processing. Objects must report to the server when they move across query boundaries or
domain boundaries.

The paper is organized as follows. Section 2 presents the shingle-based query indexing
method. Section 3 presents the algorithm for the computation of query reevaluation with
SQI. We show how to capitalize on the incremental changes in object locations. Section 4
shows the performance evaluation. Section 5 summarizes our paper.

2 Shingle-based query indexing

2.1 System model

The monitoring region is assumed to be partitioned into an RxRy virtual grid region. The
grid coordinates are then used to specify range queries and moving objects in terms of
positions and boundaries. Range queries are assumed to be rectangles defined along the grid
lines. Namely, query boundaries are specified with integer grid coordinates. 2 However,
object locations can be anywhere. We assume that continual range queries are stationary,
but they can be inserted or deleted dynamically. Objects are moving continuously. Fig. 2(a)
shows an example of a 13×13 monitoring region with 2 range queries and 3 moving objects.
For example, query q1 : (1, 3, 5, 6) is a continual range query whose bottom-left corner is at
(1, 3) and its width is 5 and height is 6. An object location is specified as its x-grid and
y-grid coordinates and they can be non-integers, e.g., o1 : (9.3, 4.15).

2.2 Virtual shingles

We define a set of B virtual shingles as basic building blocks for each integer grid point
(a, b), where 0 ≤ a < Rx and 0 ≤ b < Ry. These B shingles share the common bottom-left

2The RxRy virtual grid region can be used to model a physical area with different resolutions. Let g
denote the physical distance for the side length of a virtual grid cell. If g = 1/10 mile, a 50× 50 square-mile
monitoring region can be represented by a 500× 500 virtual grid region. On the other hand, if g = 1/2 mile,
the same 500 × 500 grid region represents a 250 × 250 square-mile physical region. We assume g is chosen
such that all range queries can be approximately and satisfactorily specified with integer grid coordinates.
If query boundaries need to be specified with a higher resolution, a smaller g must be used.
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Namely, |CS(oi)| = |CS(oj)| even if oi �= oj. Second, if we sort, in an increasing order, the
IDs of shingles in each CS(·), then soi

m+1 − soi
m = s

oj

m+1 − s
oj
m for 1 ≤ m < |CS(·)| and any two

objects oi and oj. Here, soi
m is the m-th virtual shingle in the sorted CS(oi). In other words,

the gap between any two virtual covering shingles of matching positions is identical for any
two locations.

To verify these two properties, let us look at an example. Fig. 3(b) shows CS(o) for an
object o whose location is (x, y), where a < x < a + 1, b < y < b + 1, and a and b are
integers. The bottom-left corners of these covering shingles must reside in the south-west
shaded area of (x, y) and the upper-right corners must reside in the north-east shaded area
of (x, y). It can be easily verified that if a shingle whose bottom-left and upper-right corners
are positioned in the respective shared areas, it will indeed contain (x, y). The two properties
can be proved by first grouping all the drawings in Fig. 3(b) as a unit and then moving it
around. When the center is moved from (a, b) to another point (c, d), the relative positions
of all the covering shingles stay the same.

With these two properties, we can design an efficient algorithm for computing CS(o) at
location (x, y). We first define a pivot point as PV whose location is (	x
+1−L, 	y
+1−L)
and a pivot shingle as PS which is defined as (	x
 + 1 − L, 	y
 + 1 − L, 20, 20). Namely,
the bottom-left corner of PS is at the pivot point PV and PS is a unit square. Then we
use a pre-computed difference array D, which stores the differences on the ID’s between
two neighboring shingles in a sorted CS(·), and the pivot shingle PS to enumerate CS(o).
CS(o) can be efficiently computed at runtime by simple additions of the pivot shingle ID to
each element stored in D.

Theorem 1 |CS(o)| = 4L2−1
3

, ∀o(x, y), where L ≤ x < (Rx − L) and L ≤ y < (Ry − L).

Proof: From Fig. 3(b), we know that there is 1 shingle with the size of 1× 1 that covers
(x, y); 4 shingles with the size of 2 × 2 that cover (x, y); 16 shingles with the size of 22 × 22

that cover (x, y). Hence, |CS(o)| =
∑i=k

i=0(2
i)2, which is 4L2−1

3
after a few manipulations. �

3 Evaluation of continual range queries using SQI

Here, we present an incremental reevaluation algorithm based on SQI. Query results are
maintained in an array of object lists, one for each query. Assume that OL(q) denotes the
object list for q. It contains the IDs of all objects that are inside the boundaries of q. We
periodically re-compute all OL(·)’s taking into account the changes in object locations since
the last reevaluation.

If the period between two consecutive reevaluations is short, many objects may not have
moved outside the shingle boundaries. As a result, many of the computations can be saved.
The use of covering shingles in SQI provides a convenient way to capitalize on the incremental
changes in object movements.

The pseudo code for Algorithm SQI IR is described in Fig. 4. IR stands for Incremental
Reevaluation. We assume that the object locations used in the last reevaluation are available.
These locations are referred to as the old locations,5 in contrast to the new locations for the

can also efficiently compute CS()’s for locations in these regions. For simplicity of presentation, we focus on
locations that are not inside the boundary regions.

5A double buffering approach can be used to maintain both the old and new locations.
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Algorithm SQI IR
for (i = 0; oi ∈ O; i + +) {

if (L(oi) has not been updated) { continue; }
compute CSnew(oi); compute CSold(oi);
for (k = 0; sk ∈ CSnew(oi) − CSold(oi); k + +) {

q = QL(sk);
while (q �= NULL) { insert(oi, OL(q)); q = q → next;

}
}
for (k = 0; sk ∈ CSold(oi) − CSnew(oi); k + +) {

q = QL(sk);
while (q �= NULL) { delete(oi, OL(q)); q = q → next;

}
}

}
Figure 4: Pseudo code for Algorithm SQI IR.

current reevaluation. For each oi ∈ O, if the location of oi, denoted as L(oi), has not been
updated since the last reevaluation, nothing needs to be done for this object. For an object
whose location has been updated, we compute two covering shingle sets: CSnew(oi) with the
new location data and CSold(oi) with the old location data.

When an object has moved, we need to consider three cases: (1) It has moved into a
new shingle; (2) It has moved out of an old shingle; (3) It has remained inside the same
old shingle. With both CSnew(oi) and CSold(oi), we can easily identify the shingles under
each case. For any shingle sk that is in the new covering shingle set but not the old, i.e.,
sk ∈ CSnew(oi)−CSold(oi), we insert an instance of oi to the OL(q) list, ∀q ∈ QL(sk). This
accounts for the case that oi has moved into these shingles. On the other hand, for a shingle
sj that is in the old covering shingle set but not the new, i.e., sj ∈ CSold(oi)−CSnew(oi), we
delete an instance of oi from OL(q) list, ∀q ∈ QL(sj). This accounts for the case that oi has
moved out of these shingles. For any shingle that is in both covering shingle sets, nothing
needs to be done. It accounts for the case that oi has remained inside the boundaries of
these shingles.

4 Performance evaluation

4.1 A cell-based query indexing approach

Here, for comparison purpose, we describe the implementation of a cell-based query indexing
approach, similar to the one described in [12]. The cell size is an integer multiple of the virtual
grid size in Fig. 2(a). Each cell is associated with two lists: one full and one partial. The
partial list maintains all the IDs of the queries that partially intersect with the cell. In order
to check if o � q, one must perform comparisons using the boundaries of q and the location
data of o.

The pseudo code for continual query reevaluation using CQI is shown in Fig. 5. Due to the
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Algorithm CQI CR
for (i = 0; qi ∈ Q; i + +) { cleanup(OL(qi));

}
for (i = 0; oi ∈ O; i + +) {

q = QLP (C(oi));
while (q �= NULL) {

if (oi � q) { insert(oi, OL(q)); }
q = q → next;

}
q = QLF (C(oi));
while (q �= NULL) {

insert(oi, OL(q)); q = q → next;
}

}

Figure 5: Pseudo code for CQI CR.

use of partial lists, it is difficult, if not impossible, to capitalize on the incremental changes
in object locations with CQI. Hence, it must perform a complete reevaluation. In CQI CR,
it first cleans up all the OL(·)’s. Then, for each object oi ∈ O, it performs comparisons to
test if oi � q for every q ∈ QLP (C(oi)), where C(oi) is the cell ID in which oi is located and
QLP (·) is the associated partial list. If oi�q, then oi is inserted into OL(q). For every query
q stored in the full list, QLF (C(oi)), oi is simply inserted into OL(q).

4.2 Simulation studies

Simulations were conducted to evaluate and compare SQI with CQI for periodic reevaluations
of continual range queries over moving objects. Since it has been shown in [12] that a cell-
based approach outperforms query indexing schemes based on various R-trees, we focus on
comparing our schemes with the cell-based approach. For the simulations, the monitoring
region was defined by Rx = Ry = 500. A continual range query was represented as a rectangle
with width of Wx and height Wy. Both Wx and Wy were randomly and independently chosen
between 1 and W . Its bottom-left corner was chosen uniformly within the monitoring area.
The maximum side length of a shingle was L, L = 2k and k was an integer.

A total number of |Q| continual range queries were inserted into the query index. A total
of |O| objects were generated. The initial locations of these moving objects were uniformly
distributed within the monitoring area. Then, their subsequent locations were calculated
based on the following rule. We define M as the maximal horizontal or vertical movement in
terms of virtual grids between two consecutive reevaluations. The new location of a moving
object was calculated based on its old location and the horizontal and vertical movements,
which were independently chosen for directions and magnitudes. Namely, if an object was at
(x, y), then its new location at the next reevaluation was at (x+dxx, y+dyy), where dx and
dy were equally likely to be 1 or -1 and x and y were independently and uniformly chosen
from [0, M ]. Query results were first computed with the initial object locations. Then,
the locations were updated based on the movements defined by M . Afterwards, a query
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Figure 6: The impacts of maximal shingle size L on reevaluation times and index storage
costs for SQI with overlapping shingles when (a) W = 20; (b) W = 40; (c) W = 80.

reevaluation was performed. We measured the time it took to complete the reevaluation and
the total storage cost for the query index. We assumed that there were no changes to the
query index between two query reevaluations. We conducted our simulations on an RS6000
44p model 170 machine (CPU 333 MHz; memory size 768 Mbytes) running AIX 4.3.3.

4.3 The impact of shingle size

The maximal shingle size, L = 2k, has important impacts on index storage cost and reeval-
uation time. In this section, we use both simulations and analyses to study the optimal L
for minimizing the index storage cost and query reevaluation time.

The storage cost of SQI can be estimated as follows:

Cstorage � 4BRxRy + 8|Q|Cov(·), (3)

where Cov(·) represents the average number of covering shingles per query. The first term
is the storage cost for an array of pointers to query lists and the second term for the query
lists. Here, we assume each predicate ID requires 4 bytes and each pointer also requires 4
bytes. Each element in a query list contains a query ID and a pointer to the next element.
Hence, we have the constant 8 in the second term. Cov(·) depends on W and L. With a

smaller L, more shingles are needed to strictly cover a query, increasing Cov(·). However,
B, which is log(L), becomes smaller.

Because B = k + 1 = log(L) + 1 and Cov(·) � �W
2L
� × �W

2L
� (note that the average query

size is W
2
× W

2
), Eq. (3) can be approximately expressed as follows:

Cstorage � 4(log(L) + 1)RxRy + 8|Q|(W

2L
)2. (4)

We can calculate the optimal L by taking the first derivative of Cstorage and setting it to
zero. As a result, to achieve the minimal index storage cost, L can be chosen as follows:

Lopt
storage � W

√
Q

RxRy
. (5)
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Table 1: The optimal L for minimizing reevaluation time.

|Q| |O| optimal L optimal L optimal L
(W = 20) (W = 40) (W = 80)

10,000 10,000 4 8 16
20,000 10,000 8 16 32
40,000 10,000 8 16 32
10,000 20,000 4 8 or 16 16 or 32
20,000 20,000 8 16 32
40,000 20,000 8 16 32
10,000 40,000 8 16 32
20,000 40,000 8 16 32

Query reevaluation time can be approximately expressed as follows:

Ctime � |O| × |CS(·)| × |QL(·)| × f × |OL(·)|
2

, (6)

where f is the fraction of covering shingles that require insertions or deletions of object
instances, |QL(·)| and |OL(·)| represent the average sizes of a QL(·) and OL(·), respectively.
We assume that, on average, the insertion and deletion of an object instance need to traverse
half of an OL(·). Among these terms, |CS(·)| depends on L; f depends on L, M and W ;
|QL(·)| depends on |Q|, L and W ; |OL(·)| depends on |O| and W . When L is small, |QL(·)|
becomes large because more shingles are needed to cover a query. When L is large, |CS(·)|
becomes large as well.

From Theorem 1, |CS(·)| = 4L2−1
3

. Furthermore, QL(·) � |Q|Cov(·)
(k+1)RxRy

because each query

on average is covered by Cov(·) shingles and there are a total of (k+1)RxRy virtual shingles.

OL(·) � |O|W 2

4RxRy
because the average query size is W

2
× W

2
and the monitoring area is RxRy.

However, it is nontrivial to express f in terms of L, M and W . As a result, we use simulations
to find the optimal L that minimizes the reevaluation time in Eq. (6).

Figs. 6(a), 6(b) and 6(c) show the reevaluation times (in seconds) and index storage costs
(in M bytes) of SQI with overlapped covering shingles when W = 20, 40, and 80, respectively.
The reevaluation time is on the left y-axis of each figure while the index storage cost on the
right y-axis. For these experiments, |Q| = 10, 000, |O| = 50, 000 and M = 1. As predicated
by Eq. (5), the optimal L’s for achieving the minimal index storage costs when W = 20, 40
and 80 are 4, 8, and 16, respectively. The optimal L’s for achieving the minimal reevaluation
times when W = 20, 40 and 80 are 8, 16 and 32. Note that the optimal L for minimal
storage cost is different from that for minimal reevaluation time.

Many experiments with various |Q|’s, |O|’s and W ’s were conducted to find the optimal L
for achieving minimal reevaluation time. Table 1 shows the optimal L for achieving minimal
reevaluation time under a given |Q|, |O| and W . In general, the optimal shingle size for
minimizing reevaluation time can be approximately expressed as follows:

Lopt
time = 2i, where 2i ≤ W

2
< 2i+1. (7)
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For example, the optimal L’s are 8, 16 and 32 for W = 20, 40 and 80, respectively, for most
of the cases in Table 1. However, there are exceptions when both |Q| and |O| are relatively
small. For instance, when |Q| = |O| = 10, 000, the optimal L’s are 4, 8 and 16 for W = 20, 40
and 80, respectively. In this case, 2i ≤ W

4
< 2i+1.

4.4 Comparisons of SQI and CQI
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Figure 7: The impacts of |Q| on (a) reevaluation time and (b) index storage cost.

Now we compare SQI with CQI. We varied the total number of range queries |Q|. For
the CQI scheme, three different cell sizes were used: 1 × 1, 4 × 4 and 8 × 8. Figs. 7(a)
and 7(b) show the reevaluation times and index storage costs, respectively, for the 3 CQI
schemes and the SQI schemes with and without overlapped covering shingles.6 For these
experiments, W = 40, |O| = 20, 000, and M = 1. For the CQI scheme, a smaller cell size can
achieve a better reevaluation time, but the storage cost increases (see the 1×1 cases in both
Figs. 7(a) and 7(b)).7 Both the SQI with or without overlapped shingles performs better
in reevaluation times than the CQI schemes, especially when |Q| is large. This is because
SQI allows the query reevaluation to capitalize on incremental changes in object locations.
The performance advantage of SQI in reevaluation time is achieved at a modest increase in
storage cost. Note that the CQI scheme with a cell size of 1 × 1 incurs significantly larger
storage cost compared with the SQI schemes, especially for a large |Q| (see Fig. 7(right)).
The storage cost of CQI quickly decreases as the cell size increases, but the reevaluation time
also increases.

5 Summary

In this paper, we have presented a novel shingle-based query index (SQI) for efficient evalu-
ation of continual range queries against moving objects. It is fundamental to support many

6Note that, in the case of SQI without overlapping shingles, we use different sized shingles to fully cover
a query range, similar to using various sized tiles to cover a floor.

7Note that when the cell size is 1 × 1, CQI does not have partial lists. CQI is then equivalent to SQI
with L = 1. However, there will be a substantially large storage cost for both CQI and SQI. As a result, the
optimal cell size or shingle size is larger than 1 × 1.
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location-based services in mobile E-commerce environments. SQI is a main-memory based
index. The objective is to quickly provide answers to continual range queries that locate the
moving objects contained inside the query boundaries.

SQI is based on the concept of covering a range query with one or more overlapping
shingles. A shingle is a tile-like object that is conventionally laid in overlapping rows to
cover an area, such as the rooftop of a building. A set of virtual shingles is predefined, each
with a unique ID. One or more of these virtual shingles are used to strictly cover each query.
SQI maintains a direct mapping between a shingle and the range queries that contain the
shingle. The use of covering shingles in SQI has two important properties. First, it imposes
no restriction on the speed and direction of a moving object. Second, it allows the query
reevaluation to capitalize on incremental changes on object positions.

Simulations and analyses have been conducted to find the optimal shingle size for SQI
and to evaluate and compare SQI with a cell-based approach. The results show that (1)
the optimal shingle size for minimizing index storage cost is different from that for minimiz-
ing query reevaluation time; (2) SQI performs better than the cell-based scheme in query
reevaluation time.
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